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## **Example Tasks**

### Task : To-Do List Application

class ToDoList:

def \_\_init\_\_(self):

self.tasks = []

def add\_task(self, task):

self.tasks.append(task)

def remove\_task(self, task):

if task in self.tasks:

self.tasks.remove(task)

else:

print(f"Task '{task}' not found.")

def view\_tasks(self):

print("Tasks:")

for i, task in enumerate(self.tasks, 1):

print(f"{i}. {task}")

to\_do = ToDoList()

to\_do.add\_task("Buy groceries")

to\_do.add\_task("Complete homework")

to\_do.view\_tasks()

to\_do.remove\_task("Buy groceries")

to\_do.view\_tasks()

**Output:**
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### Task 2: Expense Tracker

class ExpenseTracker:

def \_\_init\_\_(self):

self.expenses = []

def add\_expense(self, amount):

self.expenses.append(amount)

def total\_expenses(self):

return sum(self.expenses)

def max\_expense(self):

return max(self.expenses) if self.expenses else 0

def min\_expense(self):

return min(self.expenses) if self.expenses else 0

expense\_tracker = ExpenseTracker()

expense\_tracker.add\_expense(20.5)

expense\_tracker.add\_expense(100.75)

print("Total Expenses:", expense\_tracker.total\_expenses())

print("Max Expense:", expense\_tracker.max\_expense())

print("Min Expense:", expense\_tracker.min\_expense())

**Output:**
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### Task 3: Student Grade Tracker

class GradeTracker:

def \_\_init\_\_(self):

self.grades = []

def add\_grade(self, grade):

self.grades.append(grade)

def average\_grade(self):

return sum(self.grades) / len(self.grades) if self.grades else 0

def highest\_grade(self):

return max(self.grades) if self.grades else 0

def lowest\_grade(self):

return min(self.grades) if self.grades else 0

grades = GradeTracker()

grades.add\_grade(85)

grades.add\_grade(90)

grades.add\_grade(78)

print("Average Grade:", grades.average\_grade())

print("Highest Grade:", grades.highest\_grade())

print("Lowest Grade:", grades.lowest\_grade())

**Output:**
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### Task 4: Library Management System

class Library:

def \_\_init\_\_(self):

self.books = []

def add\_book(self, title, author, status):

self.books.append([title, author, status])

def search\_book(self, title):

for book in self.books:

if book[0] == title:

return book

return None

def display\_books(self):

for book in self.books:

print(book)

library = Library()

library.add\_book("Book1", "Author1", "Available")

library.add\_book("Book2", "Author2", "Issued")

library.display\_books()

**Output:**
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### Task 5: RGB Image Processing

class RGBImage:

def \_\_init\_\_(self, rows, cols):

self.image = [[[0, 0, 0] for \_ in range(cols)] for \_ in range(rows)]

def update\_pixel(self, row, col, rgb):

self.image[row][col] = rgb

def get\_pixel(self, row, col):

return self.image[row][col]

image = RGBImage(2, 2)

image.update\_pixel(0, 0, [255, 0, 0])

image.update\_pixel(0, 1, [0, 255, 0])

print("Pixel RGB Value:", image.get\_pixel(0, 1))

**Output:**
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## **Exercise Problems**

### **Easy Problems**

#### 1. To-Do List Enhancement

Create a to-do list program that allows users to mark tasks as "completed" and filter

only completed tasks to display.

**Hint:** Use a 1-D array to store tasks and a parallel array to store their completion

status (True/False).

**Code:**

class ToDoList:

def \_\_init\_\_(self):

self.tasks = [] # List of task names

self.status = [] # Parallel list for task status (True = Completed, False = Pending)

def add\_task(self, task):

"""Add a new task with default status as False (Pending)."""

self.tasks.append(task)

self.status.append(False)

def mark\_completed(self, task):

"""Mark a task as completed if it exists."""

if task in self.tasks:

index = self.tasks.index(task)

self.status[index] = True

print(f"Task '{task}' marked as completed.")

else:

print(f"Task '{task}' not found.")

def view\_completed\_tasks(self):

"""Display only completed tasks."""

print("Completed Tasks:")

found = False

for i, (task, done) in enumerate(zip(self.tasks, self.status), 1):

if done:

print(f"{i}. {task}")

found = True

if not found:

print("No completed tasks yet.")

def view\_all\_tasks(self):

"""Display all tasks with their status."""

print("All Tasks:")

for i, (task, done) in enumerate(zip(self.tasks, self.status), 1):

status\_text = "✓ Completed" if done else "✗ Pending"

print(f"{i}. {task} - {status\_text}")

# Testing the To-Do List Enhancement

to\_do = ToDoList()

to\_do.add\_task("Buy groceries")

to\_do.add\_task("Complete homework")

to\_do.mark\_completed("Buy groceries")

to\_do.view\_completed\_tasks()

to\_do.view\_all\_tasks()

**Output:**

#### A white background with black text Description automatically generated

#### 2. Daily Expense Calculator

Write a program to store daily expenses in an array and calculate the total expenses

for the first seven days.

**Hint:** Use a for loop to sum up the first seven elements of the array.

**Code:**

class ExpenseCalculator:

def \_\_init\_\_(self):

self.expenses = [] # List to store daily expenses

def add\_expense(self, amount):

"""Add a daily expense amount."""

self.expenses.append(amount)

def total\_first\_week(self):

"""Calculate total expenses for the first 7 days."""

return sum(self.expenses[:7]) # Sum of first 7 elements

def view\_expenses(self):

"""Display all stored expenses."""

print("Daily Expenses:", self.expenses)

# Testing Daily Expense Calculator

tracker = ExpenseCalculator()

tracker.add\_expense(200)

tracker.add\_expense(150)

tracker.add\_expense(300)

tracker.add\_expense(400)

tracker.add\_expense(500)

tracker.add\_expense(250)

tracker.add\_expense(350)

tracker.add\_expense(600) # Extra expense (8th day, should not be included)

tracker.view\_expenses()

print("Total expenses for the first 7 days:", tracker.total\_first\_week())

**Output:**
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#### 3. Student Grade Summary

Develop a program to store grades of students for a single subject and display grades

greater than or equal to the class average.

**Hint:** Calculate the average first, then use a loop to filter grades that meet the

condition.

**Code:**

class GradeSummary:

def \_\_init\_\_(self):

self.grades = [] # List to store grades

def add\_grade(self, grade):

"""Add a new grade to the list."""

self.grades.append(grade)

def calculate\_average(self):

"""Calculate the average grade."""

return sum(self.grades) / len(self.grades) if self.grades else 0

def filter\_above\_average(self):

"""Return grades that are greater than or equal to the class average."""

avg = self.calculate\_average()

return [grade for grade in self.grades if grade >= avg]

def view\_grades(self):

"""Display all stored grades."""

print("Grades:", self.grades)

# Testing Student Grade Summary

summary = GradeSummary()

summary.add\_grade(85)

summary.add\_grade(90)

summary.add\_grade(78)

summary.add\_grade(88)

summary.add\_grade(92)

summary.view\_grades()

print("Class Average:", summary.calculate\_average())

print("Grades >= Class Average:", summary.filter\_above\_average())

**Output:**

**![A number on a white background

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXAAAABICAYAAADvR65LAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABEbSURBVHhe7Z2/jxVHEsf77m8wiUmAaC2khcTRWiAdCWxiUhY28g9pZUe7gS0jAsvCsgOIOCEZLloDKU4WJ5zEyRuRGCTLGwHJOsHx6XTJXX2re2a6e3rm9bzumTfztj7S2O/NNjM11T3V1dX9uv7y7//8939KEARBmBx/Nf8XBEEQJoYYcEEQhIkiBlwQBGGiTN+A//mT+vz0qrr3wnwfKfdIxvesY+zyCkeTt4+3nHb63qc/mb8IY0Q88AG5cPOf6vffXvLxyRlzUhBGxLHLd8s2+mjTnBRGSzYDXuu5T39v/iJEYUYStg4/f/yn+SPx4nvnb9XRk559eRo8MXdksaX2LJFz4Y9enMOWa5YOcxJzr0XKE6gv8a6XjywGHC/YuetK3Xqme259fKHuSQOJA8b5/A115qGlv4dX1dPrf/Ne+DVPxzi+MH/LSECeR6du0EtvdRbGYNze/LEqs7mvds7nN+KfmOv7xzb97cL6mi4UrcMMxNxrwfL49QXjfW7vYiULHdv7VEbe0UmTbMB//Y5eYnWVGsRdtf6OOWn45IcP9Qc0MOOdoXzlBXjeY81jCRsDxyOjhvvUnLfZ+9QqE3OdFu+Ry/XY0H998oBs8zduWOXMF+oW2aanB3+YE8Nxb+MBh3tsec5+/I26oB6UxufX+6R3kvn3L1f5Ozj75UuSmYz4/ZfmTH/AIN2mDm39A93ohtRhzL2GlCemvjg0UryPhss3SZj9n7N3uMJwpBlwMrj3dxHb/cicaAPe2aq6oiqP7dbaA8cw3vtKqTuWh1Dz6IyBf2HFkn9/hobqAoO7c6q6z79uqppniDK294gO6PCrgJGmzuc2/t93Q98/MB8qDvdJtyvvmm8DQTrG/OqZk15v/M6HCs5uYXyeo94L77eAdLVDMqvdJ/p7jzy+Tjfa3HKdhiF1GHOvIeSJrC9hOUkz4IcH7P3WGk8DPIlneWzvo4VZjbz02A3ai9hXe79oy1l4fXcuN99Pe2Y0IrDuA+/D8QxNo9++VJUB/v0Z8powVFdrF2sjjFzAc90mb8keBXAHU3tW3QlWo4Ye4t/04sORe/G6obd69TpoNDi+uqHUo4dX6dubXju7wvu+9bHr/cfpMJ2Yew0mT0x9NXB4gN72RG/tWuifJAP+9vUb86kCjbQ0MF7YwTf0esa7JYZrGmdB0OvzeL4Hz+yS+Vbx7in6T9GYzXVvb8Qt5+MYbMi4ZwT30CMOrTseHdj3pI6kGi3og0cwLaGfeXl/kzy36zec68JosncdAOGqcwdbXJdnzbk+CXrfxEwdZiTmXkPJ07W+GBotXaH3KfSuCNMhyYAfO3nCfKpgY8cN15zoAHtxMPzWweGLDmCIqnav1a7DjdUCciIeCSOuy+Q3hF1Ax3dlF3MJpD+EhfgZ2mVa/9YdoeQC3qNteHB8rbZYX+rUSV2Iecly7627I6s+CXnfBfPocF5i7jWUPPH1ZcCc1IaO0Q9Vb0I/pIVQjq9w/Llx+NYBvJjnyLPatmft6eDwRQeOo9E6sW3r8Lyf9R/MeY6j4wVYjBGHB6sngs1ohEYImAvYhkyhuHyBGUn0EeeEUbB1d+fyahW/LUcw15Si+rJDAnpU1t+wvMn7nluHcxBzryHlAa31ZYN5JBhvyNbT6EQYjjQDTo2SJ0oQtkiEQx/kETiz9h4wzr6x4ri4+QycUEkseLmMET88NOcs4En1uQqFRw1rK/qLBXdGgYmwEjPB6sfy+SVlTyxjjJzvdbU01hi2h+orGMLKJE+b991Jh4nyxNxrSHmCePXF4D68asvqWIRJk2bACR7GZ1hPyobXXulhGrUdQuFJz927ZRm80FderfEooIAnPiHPdy1L2ahx+2tx3/7yMzXsNXX8uDlRYIxkn6tQ2BiSzE48nu7LMcymGCX0A0+KRhu1Ts9MLitVLSNLgZd+brxRt55VL32hZ/v6KLezT8bBH5ZnkqfJ+waddJgoT8y9hpTHJ1RfYryXk2z7gWPI6E+aYNUJewDUcBFzQ3ikzcN2r3FVPfrtknp++hovGyw8CTTOMp6NUAkZC3jIGMrb18Y5P35u378I2VQ0N2y+FuKFCUNOXMN+Dh/nuQyl/oi6vO7z+BS6tK8RS+1eRs81SqNQ0KzDFHlAIVPbM8/SoU2qPDH3GkqemPoKyVLS0Lb537xKa/dCv0hCh4GYZcBzE2PwhkTkaWds8gAx4OMnOYQijBDyjL+GRxYKrywCkaedsckjTAYx4EsGhuLYXkCRtz+GJWIiTztjk0eYFhJCGQg/Jj+mobIgFNTi6YlzP0K/iAEXBEGYKBJCEQRBmChiwAVBECaKGHBBEISJIgZcEARhogxjwPGLvdOrvEsaHz3uKyIIgnBUGMaAm53YsEuaZLoWBEHIQzYDjvWjpYfNRw/ZYhYB9nHh51nMVrOTxx990dG0YRPWylfl5m8/ua4jCGMniwHHr8mCWenbdgScCJycdvMbTsmWO3HC0oPO7/zszOxF548Nyez205Vc1xGEqZBswPHS7OyvkfEOZKXv+tPgmrcW9npdD2v+MjEgjdv2pQ95K1tn33Mja8ib1IbEvSf/ZLpJHvby9TlsIFSV87zHGP0EPN5Q2VZ5LFiPc85ZRGVmJ3mxD0jyL1NzXUcQJkSyAdeJGPIk/J2ZlZ6AQZmVTT6mTBRkWLEpPgzCsQ8uqgv2nuAtySx0UoNq32rIMytLvkKmlvOr6Vn7i301ymvgD9jmtepg4+Qh+PmJlL3QAwkp7EwxRaLqVKOb6zqCMCXSDDgZDNiqWYmGY5mVlR73w/74rdnkY8pEosMnZvN9MthnbFkInVXfM25GJ8X94Y1zai1rNFLLkm/AXtB2ua5Z+3VSCjcLy/pnyBL/oEws0EWe1Iz8MZnZ/3hF/zl10ht5NMfJm8h1HUGYEtkmMXuBjaaF+d6aTT6mTCQ6fGIZ1E3X44bhQ45D26gXRrTwBKOy5BtSs/YfHlSyuVSZhrrIAzhJdcJmRrMys3Pqsd1r6vmlamQRipPPItd1BGFKjMqAF5NQ9uFn1YnJJp8l4zyHD9wUa2cvkTfrpcnyjToM5IWbH5lvlWGxnwlHY3aUFmbpR3vkblquvb8jDl150DnliQEe98zM7P4+2OT5Y7lp51yrua4jCBMhzYAbDzDHCwLjVGQkKT0oOkJZ6WOyyadmnOfwCf87y9BxNm/qGJ5UoQZt1E0YhcMna2r9g8qT5iS2TjzeOjp4tlH6MbkV4XUWMu8odzvQXPLEgIlSDtcUowhqL35mdpYnA7muIwhTItkD18lb0xP+6snQjpNQMAgt2eSZmDIBED7hmLRn5PiHSLtPdCHAqyp0GIXDJ168eK4s+QFi9MPetm+cPaPcVR540POuQmFvf0Zm9iZ5ipi2A3WQeoVNfW13p+sIwpKQbMD1RFXYw+2yDpxfQLsjMC+rE0J5EZFNPqbMLEz4xPakC9jjtiYFgV5i+A/1mIzs9meuwYzKkh9BjH5ijHMneRJXocRkZi/ksesMow1emvpxNf8AdD0CV/+gy3UEYVnIltCBE6A6cdRq6FwM/0PYWbgx5OaXmwlnpa9fyxqiG2LKtDErmSuvpICnW6zkgDE9j+zszffhf2M+F5Rrlsmo5craH7oP8K/dKo8FlyPPf97wSr1duHXOlPoraNDjLD3HXkcQlgTJyLNENBlbbUTDP7YSBGG6jHsZoRAPeZ+IKoTW5B9fkRk+QVhGxIAvC00rgsiw4yfmuX4tKwjCeJAQypIRim3XYs6CICwFYsAFQRAmioRQBEEQJooYcEEQhIkiBlwQBGGiiAEXBEGYKNM34Pj13en0rWOXAqOLcvMtyf5/pMAKpLLu6ZB3YjHgl+B2PfT5HooHvkyY3f7KTbeEI4e9AVvbtgxCf+h9/Id5D7MZ8FqvI9nAe2Fp9Yz9YPh55ti7XYgjcoTmevI91ocvDx3+RnRRZXIRoZ8hvesYshhwVHgwK/0RGMLj2XtrUB7YzEqy/wtzgQ7y/A11xtpP/tGpG2SELAfAGDA7n2woL20WAvLUMijFlMlFhH54k7y9i5UsdGxjZ88F2rlkA46NkvSm/YGs9MWmSuxd6UaA8lUP5nmPtd423HAcD8HZfa4iJut6Dk/j8s01nUChZyOKxiPZ/120N+Tes7Xec7bDWplw2Zh2CFiPPRqCexsPOLxih1X8DE5FYmg7Xyq2iw7mS02EO2x/f3veW1+ppwd/8NeYMrmI0Q+HRryN4vD+58iHMC9pBpwa8X1OfFClEGtGZ7dJzrpODR3bpxZldMYdF7wMs7Kuo0yOzPVcqeQVcJqyHl9AndBBsv/b6Pyekv1/JiQv5jP9nKulbo0x5CQm/mZoJBtvYWwnMcmFlbC7AElALqy8a74RMWVSidTPGEkz4CaFV+3BG+AJloSs64WH0LavB7yymVnXTYXlyFzPkFfAHQmGU54353pg3hFr8Ele2CrJ/m9OAKMTyf4fAeuUbPFrW4EWSAJi6tN+l3mEs6HUIzgo6k3WzkUngqGO0xqVsENgvd8xZbIQo58GdCLxE/3UWwRJBvzt6zfmUwUU3GSgUrOuBz0ED+2Vzci6bq6bI3N9CV1T53t0G1yZmzN0zNth5MbTc5R+MupQsv9Tp9Fze2CdXr/hGGEY6CpBiAvPtxxssV7OmnO5wTPr0Y22Fzya83QQUyYHXfXD0OiEk5UE6nkokgz4sZMnzKcKboisdHOiA9zj2x0AKsz8LZbYrOtZMtc3EvCyRkSMnmP0k0WHHD6Q7P99A2/WNoQ4vlZbXH9uztCX7ITtrbujlD7Afa7sIuxENgMjWNaX24ZiyuQgXj8Garec5JxGA33rqY20EMrxFY4/Nw49OoCXJjYrfRtdsq6nZq53oCEo4vN6QpeuaSo1SwjFeIChOHBXuuhZsv9Xx5iz/8cCI2XLcefyahVPLkdU15SiZ7dDFHqknTdMgPdCvytm5EP31yNYagtmHiWmTE5a9WODd53bKMm2oLosSDPgpFBENHIYFh5y+jPOHngp/AkFjoubzyAmsW8NNAxjgLpkri9Bb4zVMOiNvaF4rhCKThCcPskVo+caMfqZU4eS/V/DocceJ8GD8OiniuVzGws8ezAcZByW2gqeSHiEsraiv1hwx2fmI2LKlCTKE8TTD4P78Mo3q2NZIGkGnFj/ll7aDGshucHbBspUiD105cmm3btlGXhLV16tkdGo4OEt5Glb1kcV4y9L65y53sDDbfTGPcXmCvSETtjDlez/kfUeQYx+YoxzJ3lYD0SGDjoWXka58UbdelYZoUJmu15RbmefjJUfJjCjENSR3w5i0A6JGyaDHjjmbDqLmDIlifL4hPQzNuMNsiV0wHDHD/jDs+Lei5SeK+s6FFvGEWE0qWHBe8Gwz742zjlGibDvXwyVK+arFNzHlq9vnOdnKrnrz1RR1gURo+cY/aTqkJ9Fsv8zXA4juAQnANdoaou1urL1alPquKBZ14We7LbVhXpbrl8rpkxBijwx+gnJUtJQd7PaeCqSkUcQOtJkbPULvrjs/20GvA8KozerQxyKsckD+jbgySEUQThSkIeKEf2Rz/5PeuBk2eSpjsJYjk2egRADLghdeKdhRVBhQI5A9n+EKjBpz79EDYVhBmZs8gyJhFAEYQ5Cse15Y8G58GUaUyjhKFGLpyfObbQhBlwQBGGiSAhFEARhoogBFwRBmChiwAVBECaKGHBBEISJcjQNOH6R18OOZiEwI511f4ajyID1NS9YypbjJ9zzMHQbw49TZm1VMfb66ouousion6NpwHkDfXd/6RSwfGtRL++iGeTZM9dXbmDQsF9In0sIx9TGeM+U3WvN8oy8vhZONv0o9X+Cya7BNAve4gAAAABJRU5ErkJggg==)**

#### 4. Find the Maximum Element

Create a program to find the maximum number in a list of positive integers entered by

the user.

**Hint:** Use a max() function or iterate through the array with a for loop.

**Code:**

# Problem 4: Find the Maximum Element

class MaxFinder:

def \_\_init\_\_(self):

self.numbers = []

def add\_number(self, number):

self.numbers.append(number)

def find\_max(self):

return max(self.numbers) if self.numbers else None

def view\_numbers(self):

print("Numbers:", self.numbers)

# Testing MaxFinder

max\_finder = MaxFinder()

numbers = [12, 45, 78, 23, 89, 56]

for num in numbers:

max\_finder.add\_number(num)

max\_finder.view\_numbers()

print("Maximum Number:", max\_finder.find\_max())

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXEAAAAvCAYAAAAVdPqXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAtuSURBVHhe7Z2/bxtHFsdf7h9IEzfRFZKKOwUGLDVqjkYEnBqLTdRcYcmqIuUgJBUdwIF0wiEwaDiFVPkgIFYqWlZxjdPQaeRARlipkQwYUiWrURq7yj9w996b2d3Z4Sy55P6m3gcYe5dcroY7M99582Y476OTs4v//WXiz3Aded/Zhb/9+jH8919LMKNfM1Hv/8HH3/7jAfzzr3woCIJQGq61iAuCIFSdP+n/BUEQhAoiIi4IglBhRMQFQRAqjIi4IAhChRlZEX//Yh0+u/mDPhs9nt68hd8vSE9P9RuCIESidMFoO1/9rN+pLmKJV5j55is4e/uG09q0flEQhEhuLO76beZgRb9YcXIVcc96tK3Gk8ej0SOWjg8/wzf8zNeh/UG/ZlCUVeLVg29eGJk6/SGcFz+lP5qyRzGhZD4D//kFKZTnFOlbFq7nk2V5xfnu9jVZ5WfAuhEu39EdjXvkb4nXanD6n3zE4jrT/gor8AbAarOmXwlDovF5+45vlVBqdLYyF3LqsHf0cTc12D4K8qPSA/1eeqyF7h+kBr43X9fPi4RjbgumnxvXPF+Gw82/py7kscpi+kHofec1aRHnuzuuOZjE/GQmmv3rhtcRgpnvDOpP2chfxCfvQB1+cVqGhCqI7opAvStXIO79ybJ8o3tcZWWyNU/nVqU+Ae86lVwNkAXPv8ayWtkKsP4GJ3ceI+9jwNdlKJaUz3b9FZz9+AWM6ddseFiJ75sskuB3ossmMVh2ey2AxvNnLJhlgurdDgpF/fYnfH7ych9142HYTYVCuo2P6PD8d/1COgxbFuqac32WHnG++9OlfXbnmdfMrD6EedhPvZOLBdat7zc7WLeun2uxAJ/4BMzWAe7vvdHnw9He2IWxo1dYsTp4vA534RlbC6GKX7uEvZv3gp5ZWxOmO4cE9f4kflb33K+bmLc5W4A7+Not9Tf0ddu1/ZAQ0312VoL3z97uwtWGQ6ixU2BLNEOxnPnuDTxZVGJUJtobW3CIz2htGq2lkvECBQBW1qFuPjaHQF7hZfNTn+qzEabXd0fBpCY0PWHVsU++ABrIpN3JxeFkD+uW3fFcEwqZ2CTLo9F6qc+GoQOHk9TgVCU67IzD2XeeMHTg6so77PBwzy9YbU3saHeOsr6Wjc+qvFHHYHcyPIloXDdLtdWr6LpSNxbC4rRmWVcM5oGt0BqOSEqms1fn2EphPJN80bO+3wk/625UZ9lrtJMFnhW+vRrkjTrCBlqV5oiKO2oUijw6yL5loS3P+eaX+oX06PvdUaypSZ2+i7BCLt7pgzTpXTd+v8B/Jies0XJ2cxhlohARJxabl4kecEgwa1P6wGa5q2f+dBL/0eJ73Cbra4GPTfgaqyLaVoea5db+Nl2pd5biLfVjn6xL4IsERwh3W/i/43mkAVm6PQXH4fPl0U4Pt1RaOK1whMrpYCUQDx5p5VFuUWWBwu1PJM6pUU1WHUq/7z67gsbT5laobFRHrU/SJEbdoFECtO7B8YJxXUZzGGWjMBG/cfsOwOZP+iw/xqbQgtZ4Be/12l7iBjQgVOnZykchV/fJXnxSg/z+S8oP2ttSHg6ezBzCgq0/Ih9rB9q/ZfcgXVa4B1mfd1s4eiBBOMK8cF3JuFx7lQUaC088gcJ0ANnlp993J2vdFHlK38M6twGyiLPGWTfYVaePCRR/WkZ4SMbaCFOYiFOFXF3Zz/1HKjxM1Zb7GFU4sjCMhuGnISyu+o/6s1TpefhXASEn645Eg9xKWViZbFWiSD4a4t56hJOljzXKCqfJbna1GaMtEtAGlatrriMNBiwL5fZIv5OL+93p75tt5snirfzmDKy6wW35mlKciCMzC8uw8zLGBCcKQfSytME4JitbWwout0kqUKXXQu775w3IyslydUpsSDRoWG42WBf+MH5wHzWvdOAOLbDYKFF50lCXjiOHu7rc7bmGJPkx6WWF8yjN4aZjsbAn/dLIT9yyiEPC/Az03U24vJa7R1wplVcIq25EtWXPVz7KFCriPNF4sQt79KA1NybG8V/DQsfC4uFlCvCwnhqJHqbykihaa/s42UoZyqMtRO9/+wUbZA3G7DV+uvJlupQvDoOIxtU5XkcMvnzMtta8xGuy9S9OnW4Wyh+Vuz1EJhLkxyTKCifI5wtYN0IjRSw79vnavuqk+RlSwD2Luev5JczPQN9dwxOKS5ewfeTIf0rl5eOoG15bNu+vfPTuTnqUKFbEEVpueEiVwwOF/XWzFviWlwAO3tJSQv1+TMjnTmtWTevv7sXDcCPxhokOv/hAbh7M87+BfugQfP7zzXH8W7vdAoHXZr06hSpvkA96uIYlrEcAvCSLj8LPyLzGhzrbjIerZp45oajxD0lcPvoU8qOscIeVr1E+X3OOAxMKh71KiUmYnzhl0fV8MPFvAVyinzA/cb67nR+1/NZR34mE+YlVN/ToF/TojlJkGxwxJLJPRSGXzCk2qqxWJ9hQQ6IOoSw/ppD89Eby0x8aPbBhl8eKowwp3BIXKgAOX2lNstO1UQSSn95Ifq4VIuJCT3hLAhy+gsuNUACSn95Ifq4f4k6pKPwLOn1MlGmYKghlxXPr+NB6/Iq7U0TEBUEQKoy4UwRBECqMiLggCEKFEREXBEGoMCLigiAIFWb0RfxDBvs2jAA0Sy/PRBCqj1jigiAIFSZXEefd+2zrL2tLWe+PknhnuBxQz6d73xbeXKgMux6WAb++BKlrUyX7Gnl2wghTgCUe3kNc7fYn+NRqcKrDxwkWtKPlXNmisAtCseQn4mgdndLezc3wHuLHbeDXQnRZW+HgCspi7Q64EHq9nzXG79O1vaPmR/mO6TMsHDHvE5vJO1CH6G1q087PCXjXqdRl1SL802n/GnU/HxJN+29wcosm/60hLeNKRmEXhIzJ3xK/vQCN1q4SAtqjmAIe357CRnbpi8PTDQiHoeIwUIF4rHmRc4xgxiQgvMH/kd560nejqG01o4gVNT8Gad0HYIK357UDNQ9KrPzULmHv5j0Az2rVVq05UiLRvT8ZRD963cS8dUUsUlvdqu1I1XUcA9EWayzvxHupVywKuyBkTQHulFswi6JMIaXIsnLt52xHiVeWlBGGigSaBKl1TwkOigPFxWw8H3Tv4JhR8/uS1n0UFIS50Xqpz4YhZn46HXY7+Fartmp3tDuHrH4ziAZBeaOOwe5k7H22Z0k1bcHF+yfZS12FIwsHyKVOptgo7IJQLPmJOEf3GOfGS6IM7S3Ya3VHo3eiG2cIFAR/4/qoCDAxiBc1vz9p3cdjsXmZaPgfLz/dz5/DXGnxPaYAs45ILq5QWLb1S2LvmkxOGum/VFHYBaEEFGCJIzS8RYsQml/qF4jAQlR+X8+3qhureiuEssyIsLU4ClBkItj8SZ/lx9hUEIKFYy06oh7RqKcoyPIucxR2QcibYkQcocjwrqg0JOBeBBDPv0pJiXUYmnDbqS1Dw+V/rTrY0a2uhFfy5MHVOSq3ttw5MC5ZukY5+KmA7Tu5vM04lORWw7yUKgq7IORMbiL+/t2lPuoND+HtFQgO1BC5BtuPHsDa1zRhFw6SmineBF3GzCyEV/JEkmJ+jsnK1hZrVATxJCRZnZJ6FHZBGAEKs8RDGBNSyidrrF7QSwVDIoWNkqz1+eZDNUGm/eO2LzQNsoy+3xeaaLzYhb0LfY5kmR+1widwTXkRxD97nGyljI/X2Qy5OiX1KOyCMAKUQ8QNaCjMqx88n+bcOay+fRa4U0jUWbTClpXyj9PnlH/U9KuzD5fESJ8PZLGjkKYRfX9YaLnhIYmUR0r5IZ87rZ32ngklDhprTkZ67gqHX3woNw/mPenqlFSjsAvCCCCRfQRBECpM6SxxQRAEIT4i4oIgCBVGRFwQBKHCiIgLgiBUGBFxQRCEygLwf6d3tCOjIX7dAAAAAElFTkSuQmCC)**

#### 5. Simple Library Search

Write a program to store book names in a library and allow a user to search for a

specific book by its name.

**Hint:** Use the in keyword to check if the book is in the array.

**Code:**

# Problem 5: Simple Library Search

class Library:

def \_\_init\_\_(self):

self.books = []

def add\_book(self, book\_name):

self.books.append(book\_name)

def search\_book(self, book\_name):

return book\_name in self.books

def view\_books(self):

print("Books in Library:", self.books)

# Testing Library Search

library = Library()

books = ["Python Basics", "Data Science Handbook", "Machine Learning Guide"]

for book in books:

library.add\_book(book)

library.view\_books()

search\_query = "Data Science Handbook"

print(f"Is '{search\_query}' available?:", library.search\_book(search\_query))

**Output:**

**![](data:image/png;base64,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)**

### **Intermediate Problems**

#### 1. Expense Breakdown by Category

Develop a program to track expenses for different categories (food, travel, utilities,

etc.) using a 2-D array. Calculate the total expenses for each category.

**Hint:** Use a nested list where each row corresponds to a category, and each column is

an expense.

**Code:**

# Problem 1: Expense Breakdown by Category

class ExpenseTracker:

def \_\_init\_\_(self):

self.categories = {}

def add\_expense(self, category, amount):

if category not in self.categories:

self.categories[category] = []

self.categories[category].append(amount)

def total\_expense(self, category):

return sum(self.categories.get(category, []))

def view\_expenses(self):

for category, expenses in self.categories.items():

print(f"{category}: {sum(expenses)}")

# Testing ExpenseTracker

expense\_tracker = ExpenseTracker()

expense\_tracker.add\_expense("Food", 100)

expense\_tracker.add\_expense("Travel", 50)

expense\_tracker.add\_expense("Food", 200)

expense\_tracker.view\_expenses()

print("Total Food Expenses:", expense\_tracker.total\_expense("Food"))

**Output:**

**![](data:image/png;base64,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)**

#### 2. Attendance Tracker

Create a program to track attendance for 5 employees over 5 days using a 2-D array.

Calculate the attendance percentage for each employee.

**Hint:** Use a loop to count the number of 1s in each row and divide by the total days.

**Code:**

# Problem 2: Attendance Tracker

class AttendanceTracker:

def \_\_init\_\_(self, employees, days):

self.attendance = [[0] \* days for \_ in range(employees)]

def mark\_attendance(self, employee, day):

self.attendance[employee][day] = 1

def attendance\_percentage(self, employee):

return (sum(self.attendance[employee]) / len(self.attendance[employee])) \* 100

def view\_attendance(self):

for emp, record in enumerate(self.attendance):

print(f"Employee {emp + 1}: {record}")

# Testing AttendanceTracker

tracker = AttendanceTracker(5, 5)

tracker.mark\_attendance(0, 0)

tracker.mark\_attendance(1, 1)

tracker.mark\_attendance(2, 2)

tracker.mark\_attendance(3, 3)

tracker.mark\_attendance(4, 4)

tracker.view\_attendance()

print("Attendance Percentage for Employee 1:", tracker.attendance\_percentage(0))

**Output:**

**![A number of letters and numbers
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#### 3. Matrix Addition

Write a program to add two 2-D matrices (3x3) and display the resulting matrix.

**Hint:** Use nested loops to add corresponding elements from two matrices.

**Code:**

# Problem 3: Matrix Addition

class Matrix:

def \_\_init\_\_(self, matrix):

self.matrix = matrix

def add(self, other):

result = [[self.matrix[i][j] + other.matrix[i][j] for j in range(len(self.matrix[0]))] for i in range(len(self.matrix))]

return Matrix(result)

def display(self):

for row in self.matrix:

print(row)

# Testing Matrix Addition

matrix1 = Matrix([[1, 2, 3], [4, 5, 6], [7, 8, 9]])

matrix2 = Matrix([[9, 8, 7], [6, 5, 4], [3, 2, 1]])

result\_matrix = matrix1.add(matrix2)

result\_matrix.display()

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMAAAABQCAYAAABPunpEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAARZSURBVHhe7d2/TxRBGMbx0b8BKxstiQnQWJFAQSUNtIJ0akJCJYVEQ2EIiRRSmZgAHaitNlhBR2UjJEYrpbGC2hgbnXcZZbm73eOSmd137/1+EuRugeRN9p6dH7f3euXnr99/HGDU1fAdMIkAwDQCANMIAEwjADCNAMA0AgDTCABMIwAwjQDANAIA0wgATCMAMI0AwDQCANMIAEyLEoDNW0NuMPe1eRh+gEqdvJu/cB4GH74PP0GRaCPAxOq++/L5KPt6MBwOolLXpl/9Pwdv58JBlKpuCnT63i1kV6Z5t3sajrW4OJIU/14U1AOvkgDsPvQn7Ilz91dHw5EW4eSvz+3krmAHbnE8zUmmHvyTPACfng+53Uk/PdqYctfDsVaftpbd3uiK+7I0FI44N7J05F6M+pO8dRSOxEE9yEseADlRL6cHwrPOPm77NcRky9XvcM0tHvjv2x/OnkdCPcirbg1QxA/vsmk0fPP8RZDtZsw49/bNrH92XO0wTz2m1B+AFjIfHvs67+e5j91IOFYn6ulvigJwlO1yZPPh3Fy3PtRjQf0BGJhy8rbB+sw9595cnA+ffD/2/95wk+VT5LioxxQVI8BtedNmdKXtDbSPu36VN3cnPAvCluDgrbVwIL5G14OeqAjAyP0VN3Gw7Bbena/mZHtw8WC2fbj/8dXtZQ9eX/j9mBpdD3oSpTmuzE0PV/c7bufJjsXYU9mv60D2tjemzh7LlXR8ObyYhD+5fqHXiSwEZQtQbr/otoXYykI9QgJy91vu79FR8gCk8O9F88jPiTXcd6StHkEALkfdNmhX/kr4TK6Yczs6Xmza6kFPGhUAmWoM+mmAkztPFcx9tdWD3kWbAq2Hx0LTVMCStvVEfg2BjvgfYmBa89YAQEQEAKYRAJhGAGBalADILtD5Z1XpClEX2QXKnwe6QnQXbQSgK0T96ArRu+qmQHIvS3ZlUtL1gHrgVRKA7B1TujAU0laPJckDIDdl0YWhmLZ6rEkeALowlNNWjzXVrQGK+OGdLgwltNXTZ+oPQAuZD9OFoZi2eppOUQDowlCOrhAp1B8AujCUoytEUipGALpClKMrRDoqAkBXiHJ0hUiHrhB5fVKPkIDwofju6AoRgbZ6BAG4HHXboF35KyFdIRBLowIgUw26QiAmukL0kbb1RH4NgY7oCgHTmrcGACIiADCNAMA0AgDTogRAdoHOP6tKV4i6yC5Q/jzQFaK7aCMAXSHqR1eI3lU3BZJ7WbIrk5KuB9QDr5IAZO+Y0oWhkLZ6LEkeALkpiy4MxbTVY03yANCFoZy2eqypbg1QxA/vdGEooa2ePlN/AFrIfJguDMW01dN0igJAF4ZydIVIof4A0IWhHF0hklIxAtAVohxdIdJREQC6QpSjK0Q6dIXI65N6hASED8V3R1eICLTVIwjA5ajbBu3KXwnpCoFYGhUAmWrQFQIx0RWij7StJ/JrCHREVwiY1rw1ABCNc38B8QATQOc/q8oAAAAASUVORK5CYII=)**

#### 4. Sort Grades

Develop a program to store student grades for five students and sort them in

descending order.

**Hint:** Use a sorting algorithm or Python's sorted() function with the reverse

parameter set to True.

**Code:**

# Problem 4: Sort Grades

class GradeSorter:

def \_\_init\_\_(self, grades):

self.grades = grades

def sort\_grades(self):

return sorted(self.grades, reverse=True)

def display(self):

print("Sorted Grades:", self.sort\_grades())

# Testing GradeSorter

grades = GradeSorter([85, 92, 78, 90, 88])

grades.display()

**Output:**
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#### 5. 2-D Tic-Tac-Toe Enhancements

Extend the tic-tac-toe game to announce the winner (player "X" or "O") or declare it as a draw after all moves are completed.

**Hint:** Check rows, columns, and diagonals for identical values to determine the winner.

**Code:**

class TicTacToe:

def \_\_init\_\_(self):

self.board = [[' ' for \_ in range(3)] for \_ in range(3)]

def make\_move(self, row, col, player):

if self.board[row][col] == ' ':

self.board[row][col] = player

else:

print("Invalid Move!")

def check\_winner(self):

for row in self.board:

if row[0] == row[1] == row[2] != ' ':

return row[0]

for col in range(3):

if self.board[0][col] == self.board[1][col] == self.board[2][col] != ' ':

return self.board[0][col]

if self.board[0][0] == self.board[1][1] == self.board[2][2] != ' ':

return self.board[0][0]

if self.board[0][2] == self.board[1][1] == self.board[2][0] != ' ':

return self.board[0][2]

return None

def display(self):

for row in self.board:

print(" | ".join(row))

print("-" \* 9)

# Testing TicTacToe

game = TicTacToe()

game.make\_move(0, 0, 'X')

game.make\_move(1, 1, 'O')

game.make\_move(0, 1, 'X')

game.make\_move(2, 2, 'O')

game.make\_move(0, 2, 'X')

game.display()

winner = game.check\_winner()

if winner:

print("Winner:", winner)

else:

print("No Winner Yet!")

**Output:**
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### **Advanced Problems**

#### 1. Facebook Notifications System

Implement a notifications queue to manage and display sequential updates, allowing

users to "clear all" or view the latest five notifications.

**Hint:** Use a 1-D array as a queue and maintain a size limit for the array.

**Code:**

class NotificationSystem:

def \_\_init\_\_(self, limit=5):

self.notifications = []

self.limit = limit

def add\_notification(self, notification):

if len(self.notifications) >= self.limit:

self.notifications.pop(0) # Remove the oldest notification

self.notifications.append(notification)

def clear\_all(self):

self.notifications = []

def view\_latest\_notifications(self):

print("Latest Notifications:")

for i, notification in enumerate(self.notifications[-5:], 1): # Display only the latest 5 notifications

print(f"{i}. {notification}")

# Example usage

notif\_system = NotificationSystem()

notif\_system.add\_notification("New friend request")

notif\_system.add\_notification("Message from John")

notif\_system.add\_notification("Your post was liked")

notif\_system.view\_latest\_notifications()

notif\_system.clear\_all()

notif\_system.view\_latest\_notifications()

**Output:**
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#### 2. Instagram Image Filter

Write a program to apply a grayscale filter on a 3-D array representing RGB pixel

values of an image. Convert each pixel to grayscale using the formula:

Gray = (R + G + B) / 3.

**Hint:** Iterate through each pixel (row and column) and apply the formula to update the

pixel values.

**Code:**

class ImageProcessor:

def \_\_init\_\_(self, image):

self.image = image # 3D array representing RGB pixels

def apply\_grayscale(self):

for i in range(len(self.image)):

for j in range(len(self.image[i])):

r, g, b = self.image[i][j]

gray = (r + g + b) // 3

self.image[i][j] = [gray, gray, gray] # Apply grayscale

def display\_image(self):

for row in self.image:

print(row)

# Example usage

image = [

[[255, 0, 0], [0, 255, 0]],

[[0, 0, 255], [255, 255, 0]]

]

processor = ImageProcessor(image)

processor.apply\_grayscale()

processor.display\_image()

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATUAAAAsCAYAAAAEsS/jAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAYASURBVHhe7Z2xb9s4FMbf3d/QW65Lb2tQIMlyk4sGaKZ6Sdem9ZYWCNDJHlI0yHAIcrgM9lSgQNvNTbImizulQIDz1CUOUCRTr0tvaebD4ZaWT6JlSbFlnkSRFP39ACaxxBif+KinR1Ikf/jn3/++EQAAeMKP8jcAAHgBnBoAwCvg1AAAXpHLqb2+NU9zsfR6IE/EUMkDyufr4XrCDnNPjuSZcoDd3UDF7qbrhilyR2rLO+/p/ONZkB4vyIMpVPKAcvnp/svIBgcNebBkYHf7qNjdRt0wgb3m5+URPY0/JUR6engpTwoGu4lzo7QrM2gGesyAcs7GV7sbxI5TY8MsbdHCfviUCNL+QzrevJs0INWofRLLE6QNeU4j0GMGlHM2vtrdMFac2um7PWGX7WTTZGGD2jWi44u/5QFzQI8ZUM7Z+Gp309hrfvYv5B8jvvSJlm/+LD8ZBnrMgHLOxle7G8SKU1t8dkZN2qO5W+vUk1E1j5p1xFPqxf1r4YGAPrWWyu83gB4zoJyz8dXupsk1TYoLerDzPlXQSVTynP4xTw+68kPjLZ0/m5cfxtN7Mk+tPvcnvKT65K/Nje96gu/7tE3nr1bkEf3A7sWxYXcTdcMU1pqfXPkfdB+GnZwn27TcfZR4Qo2j/rvIJ55SvT8zMuUEesyAcs7GV7ubxIpT4ydLh9hwcsTm2gq9EEZsCsO0nme8ACjycR+q7k5T6DEDyjkbX+1uGitOjTs+qXYz/BDjek38GNNRGjHYFUYnat5LhePRuz35+ha816NCQc0qwO7ZWLG7h1hxar/y28v9reQUGmGYFhu1cS/8nIYrzOpe0MeQGPJmvlzQcfDHXup9HjW816NCQc0qwO7ZWLG7h1gbKEh0hkp4es0wP89Lu7PJ1hzR3J887YZDdzZ+/Dv+D77rYaZ1BhfVzMDu1bM7o5KnKlgd/dTJ0NjTDGwK1/Qw0yquDs2we/Xszvjk1KyNfmpFhOC/iYrkTAjumh4VoLk4VSxDD6m8U+Nwn+fLkYgOpr3PYwLX9KgAzcWpYhn6Su7mJ4+2DBkXaqvkAeUzbA5F1MptYsDubqBid9N1wxTYeAUA4BV+9KkBAIAETg0A4BVwagAAr4BTAwB4RS6nxiNco7WcsJuUy/AIV9wO2E0K6Ealjpmsh7kjNZ66ESyPItKkIXuVPKBcsJsUKBvXdq6y1/y8PJIrGoxSYhLwYDdxbpRKWkUCeswRXdvVdcLSkV4ipZ7uybzZa44VBpplKlmzBuw4Nb4hl7CLz0Rc06OR4M3750RrO7yezlUeJ65llJri3HJd/o+8WTuNt9H5g0afWkvl3HDQbEazLqw4Nezik42vuwrxpOleXTRNX63QdXlMBe6P6QgHXr8dTpI/fbNFx/z2e2w6Eq/v366JG+7NmTyiB2g2o1kn9pqfYxa940XysIuPxDU9GuAbIs/qHYfBJPH1aP39D91YNDFERLe85A9134WfNQHNZjTrxIpT40LHLj6TcU2PTYbRQ3tNRguiScQDqgu/jMohGFlbJToQTXSiz9abRtBsF2uRGrfpw/Z5eEMG7fb4ZFrR3Iq39Tm1a8kbXSfQ4ybp6CEN9x3duVgX179Bi/KYbaDZLtacGkce2MVnMq7pscGV6CHBWVBGQd+RQ0v9QLN9rDg19vrYxWcyrumxxdjoQV5jZ/UR0X6y7+jrX5/FzxsTow0TQLN9rDg173fxcU2PCgU16yYregg2KKmlRocFH3p8c6Y2KDF4XTOt2SGsODXvd/HBblKFyerjWVwTzWxRPnGd/BpDqy+i23QTyeB1zbRmh7Di1Hh0j6dKdFb5aSSTuCGD6TWysPgJEp3jNHwZdVxhyne48uK9HhUKalYhrjlccXU0EBJ/iz2MHjIiTm6On2wTbd6Nvi/sfxzz4nHB64JmRc0Ogd2kSsI1PQw/ZX3bTUoFF20xjSpqZqbVMUYlTxGsjX5qRTS9sKtQQaqoWQXYYuaovFPjkUJuemFXofxUUbMKsMVsgt2kPGfYjImolRf2M7D77KFSx0zWQ+wmBQDwCKLvd0zr0i9ejasAAAAASUVORK5CYII=)

#### 3. Snapchat Streak Tracker

Develop a program to store a 2-D array of streak counts between users over a week.

Calculate the highest streak for each user and display the user with the longest streak.

**Hint:** Iterate through each row to find the maximum streak and use it to identify the

user.

**Code:**

class StreakTracker:

def \_\_init\_\_(self):

self.streaks = {}

def add\_streak(self, user, streak\_count):

if user in self.streaks:

self.streaks[user].append(streak\_count)

else:

self.streaks[user] = [streak\_count]

def highest\_streak(self):

max\_streak\_user = None

max\_streak = 0

for user, streak\_list in self.streaks.items():

highest = max(streak\_list)

if highest > max\_streak:

max\_streak = highest

max\_streak\_user = user

return max\_streak\_user, max\_streak

# Example usage

streak\_tracker = StreakTracker()

streak\_tracker.add\_streak("User1", 5)

streak\_tracker.add\_streak("User1", 7)

streak\_tracker.add\_streak("User2", 8)

streak\_tracker.add\_streak("User2", 6)

user, streak = streak\_tracker.highest\_streak()

print(f"User with highest streak: {user} with a streak of {streak} days.")

**Output:**

![](data:image/png;base64,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)

#### 4. Twitter Hashtag Tracker

Create a program to count the occurrences of hashtags in a given list of tweets.

Display the top three most-used hashtags.

**Hint:** Use a dictionary to store hashtag counts and sort the dictionary by values to find

the top three.

**Code:**

class HashtagTracker:

def \_\_init\_\_(self):

self.hashtags = {}

def add\_tweet(self, tweet):

words = tweet.split()

for word in words:

if word.startswith("#"):

self.hashtags[word] = self.hashtags.get(word, 0) + 1

def top\_hashtags(self, top\_n=3):

sorted\_hashtags = sorted(self.hashtags.items(), key=lambda x: x[1], reverse=True)

return sorted\_hashtags[:top\_n]

# Example usage

hashtag\_tracker = HashtagTracker()

hashtag\_tracker.add\_tweet("I love #Python programming")

hashtag\_tracker.add\_tweet("Learning #Python with fun")

hashtag\_tracker.add\_tweet("Hello #Java and #Python fans")

top\_hashtags = hashtag\_tracker.top\_hashtags()

for tag, count in top\_hashtags:

print(f"{tag}: {count} times")

**Output:**
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